
Algorithms and Testing
Swarming Path Algorithms
Conduct a test on a simplified version of
the multiple destination routing problem
using two algorithms: Vasarehelyi [1] and
Olfati-Saber [2]. These algorithms use the
distance to obstacles and the positions of
their fellow agents to pass through the
maze.
Delta Swarm
Swarm must stay in a delta formation
while moving at a constant speed.
Performance Measuring
Calculate performance through a
heuristic scoring function.
BW4T Collaborative AI
Robots within a swarm working in a
collaborative setting to complete a task
where communication is paramount.

Research Question

References
Front Distance Sensor Fault
Measurements regarding distance to an
obstacle or agent in front of robot will be
skewed for one specific agent.
- Failure a percentage of time.
- Changeable failure offset.
Malicious Actor
Lying agent introduced into swarm, lies
changeable percentage of time.
Information Delay
Measurements come in with diff. delay.
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Background
Swarming
With the increased use of autonomous
swarms of wheeled mobile robots in real
life situations the need for robust
swarming algorithms becomes apparent.
It is paramount that these systems can
handle faults that might occur, whether
they be sensory or mechanical.
Sensory faults
Can range from range sensors failing all
the way to communication breakdown,
whether it be accidental or due to some
malicious actor.

- What is the effect of sensory faults on
the performance of a robot swarm acting
out a routing or foraging problem?
- How do we measure the effect of these
faults accurately, taking into account
multiple types of failures?

Simulation Environment

Trajectory showing failure of front facing sensor by orange node.

MatLab
Simulation software that allows for realistic
and repeatable runs of the 2 tested
algorithms using already implemented
algorithms from SwarmLab [3].

Delta Swarm Formation
Custom written point-mass based
simulation, positions described by

BW4T Simulation
Python based collaborative environment,
created by Soria, Schiano and Floreamo [4].
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Conclusions
This project attempted to quantify the
relation between sensory faults and
performance within a robotic swarm.
Multiple experiments were conducted
on multiple types of sensory faults
within different custom written
simulations. It was discovered that while
usually quantifiable, it is hard to create a
definitive function that describes the
effect of any given type of sensory error.
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